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Abstract—With the expansion of blockchain technologies in different areas from health care to voting systems and emerging demand on video content delivery platforms, it is interesting to investigate possibilities to combine those two into a new system that will help digital content availability. We present and discuss relevant work in the industry. Paper proposes one solution for subscription rights management using blockchain technologies. Proof of concept is done using the Ethereum blockchain ecosystem for a video-on-demand service. A similar approach could be used in other fields of DTV services, like cable TV subscription services.
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I. INTRODUCTION

Blockchain is a growing list of records linked to the use of the cryptocurrency method. After the sudden expansion of Bitcoin [1], it became clear that the potential of blockchain is a lot greater than its use for money. This technology’s decentralized system is fertile ground for many ideas and provides a new approach and opportunities [2]. There are ideas like a voting system for elections, where vote theft and rigging of results could not occur, and many other ideas, each of which aims to improve the current system, which has its virtues and many flaws. The system’s main problem with the central authority, with a central database, is that such systems have one critical point - the system’s bottleneck, which, if endangered, puts the whole system in danger.

Ethereum is a platform that works on top of blockchain technology which has revolutionized this field. It is a platform that allows its users to develop their decentralized applications [3]. It also resolves one additional issue in such networks: they cannot function without many users - nodes - who work on them.

Buying and renting multimedia content is the default functionality on all TVs, most often as Video On Demand (VOD), where users temporarily purchase rights to view a movie or series. With increased online shopping abilities, new options come to mind. What if a user can sell its rights to another user? Does it always have to be between the content provider and the end-user? In the real world, there are second-hand shops for used goods. Why don’t such digital shops exist in the entertainment industry? Blockchain technology may be the right step towards that. It is reasonable to think that users would rather sell digital valuables than offer them free to the public. Some movements are done in that direction with the appearance of NFT (non-fungible token).

Some work has been done toward decentralized video streaming platforms using blockchain technologies in work by Tan et al. [4]. Focus that work was around content creators, advertisers, and consumers and the availability of the content in networks based on blockchain. More discussion on the usability of blockchain smart contracts in the entertainment industry could be found in the work of Pons [5].

Working consortium grouped around Sony, Samsung, and Google work on creating a next-generation video entertainment blockchain. A published white paper [6] presents the new architecture of the distributed content delivery network called Theta Mainnet 4.0. They have anticipated Theta Metachain and Theta Edge Network, as illustrated in Fig. 1. The first network is distributed blockchain of blockchains, where the “metachain” name comes from, resulting in support for an unlimited number of blockchains. The second network is responsible for interaction with users. Using publicly available Theta Video API, users can upload content and request access to content. The network has endpoints for protected content storage, encoding new content uploaded, and delivery to the user with an appropriate NFT-based digital rights management (DRM) system. It is expected to be available by the end of 2022.

![Fig. 1. The architecture of Theta Mainnet 4.0 with Theta Metachain and Theta Edge Network](image-url)
In this paper, we are investigating the possibilities of using blockchain technology in the world of digital television. In particular, we tried to use the smart contracts concept from the Ethereum ecosystem to allow users to buy video content from their homes [7]. Once a transaction is initiated, it takes more than 10 seconds for the change to be permanently stored in the blockchain, which is the waiting time for the return values of these functions. Detailed workflow can be seen in Fig. 2. This implies that Ethereum applications are not suitable for all systems that need faster data exchange and cannot correctly use current blockchain technology.

A smart contract as a programming code cannot be changed once it enters the blockchain. The mistakes and oversights are only solvable by creating new smart contracts and redirecting the applications to new contracts. The main problem is that errors are discovered only when they happen, and in such a system, the results of errors are harmful to the user.

Additional requirements involve checking content access rights for specific users, content validation by the provider, etc. There is a set of functions related to administration, which can be performed exclusively by the provider. It must be ensured that the user cannot call them.

![Fig. 2. Workflow for a transaction in the Ethereum network](image)

Fig. 2. Workflow for a transaction in the Ethereum network

In this work, smart contracts will be used for exchanging digital currencies for video-on-demand (VOD) services. We will introduce a digital wallet, an application used for storing digital funds (for example, cryptocurrency). On the side of the DTV device, a DTV application will be altered to support additional payment methods for its video-on-demand service. Those are the building blocks necessary to complete the task of creating a subscription management system with blockchain technology.

The paper consists of three parts. The second section will present functional requirements. The third section will explain all technologies and implementation of the system and the TV application adopted to be the client for the blockchain payment method. The fourth and last part contains an overview of the solution itself, shortcomings, and problems that have arisen during implementation and testing, and finally, we will discuss possible improvements.

II. REQUIREMENTS

Purchase of content should be made on the chain itself. It should be implemented as an Ethereum smart contract that will provide functionalities such as purchase and storage purchase history. Purchased history has two parts, valid and expired. A valid subscription is the one that is still active and allows the owner to consume it (Fig. 3), in our case, to watch a movie or TV show. An expired subscription is essential for validating existing payments and resolving any problems.

In this research, we did not want to use any currency assets. Instead, we selected the Ethereum test network Rinkeby. In this network, the currency has no real value, so we could deposit any amount of money into the account for testing purposes. For that reason, work does not cover depositing currencies. That does not reduce the applicability of the proposed solution, as only the target network has to be changed to make it usable in the real world.

Executing the method from smart contracts may take some time, but it is necessary to ensure that the application runs smoothly while waiting for the answers to those calls. An example screen for purchasing content is shown in Fig. 4. In particular, Android has a built-in capability to interrupt application execution that does not work for a while by sending ANR - Application Not Responding error.

![Fig. 3. The user interface for the Video on Demand service](image)

Fig. 3. The user interface for the Video on Demand service

![Fig. 4. The user interface for Video on Demand service when content is locked (needs payment)](image)

Fig. 4. The user interface for Video on Demand service when content is locked (needs payment)

After the purchase, the user should be able to view the content for 30 days before the first review or two days from...
when the content was first viewed. After the period expires, the content should be locked again until the next purchase. Given that money can be sent by calling smart contract functions, it is necessary to ensure that, in case of any error when calling these functions, the payments are aborted, and user funds remain untouched in the account.

III. IMPLEMENTATION

To implement our system, we had to implement two main components. The first one is a smart contract that will be positioned in the Ethereum test network. We used Solidity high-level object-oriented programming language especially designed for Ethereum networks. We selected Remix development environment (IDE), written in JavaScript and running under any web browser as a development environment.

On the client-side, we had an Android TV application [7] running on a set-top box (STB) device [8][9]. The application was written in Java. We have selected the web3j library for integration into the existing application to establish a connection with Ethereum smart contract API [10].

For storing the user’s digital currency, we selected a digital wallet Metamask, which was used to create the Ethereum account. Its purpose is to save access to the digital currency details in the Ethereum network.

To simulate the Ethereum network, we created a network of miners. For that purpose, we used an Infura cluster made of full nodes. The cluster can execute contracts and alter the chain.

Part of the smart contract is present in Fig. 5. There are three fields of integer type. The myEtherValue field is an auxiliary used to convert some numerical data into currency Ether. At the same time, shortDuration and longDuration represent the lengths of the period in which the buyer is allowed to watch content. The ctAddress field is of the address type, the type of data it represents in Solidity public addresses of users in the Ethereum network. This is the address of the crypto-telecom (provider) which will have administrator privileges in the system.

In addition, there are two structures, Content and Deal. Structure Content represents the content and contains fields for name, price, and one auxiliary field. Structure Deal is proof of purchase, the contract concluded between provider and customer. It has the identifier of purchased content, the time of the purchase, the time when the user first looked at the content, and the field that indicates whether the content is still viewed. The content folder, which maps the content identifiers to data of the Content type, contains all available content of Solidity public addresses of users in the Ethereum network. This is the address of the crypto-telecom (provider) which will have administrator privileges in the system.

Details about how we used Metamask, Rinkeby network, and Infura cluster can be found in [13]. Also, the authors omitted implementation details about the Android Java application as reference code can be found in [9]. Work does not lose clarity or applicability without those details, as that information can be found both in given references and online resources.
IV. CONCLUSION

The novelty that this approach brings, and at the same time one of its advantages, is that proof of the contract is no longer stored in the provider’s database - all are stored on the Ethereum chain. This is interesting for the provider for two reasons. The first is that maintenance of the database by the provider is completely avoided, and the second is that no one can write data to a chain without the consensus of the entire network. Therefore, no one can falsely present themselves as having the right to specific content. Furthermore, users who purchase content are confident that their content rights will remain untouched because data ends on a chain that cannot be changed.

The virtues of this approach are numerous. However, there are also drawbacks. Developers must pay close attention when developing smart contracts because consequences in a system that operates with money can be substantial [14]. Also, it is important to optimize the program code as much as possible. The gas is charged to the initiator of the transaction. Calls to the smart contract function are calculated for every assembler instruction executed. Therefore, additional effort should be made to make the code as optimal as possible to lower gas prices. Also, as transaction initiators are charged for gas, and transactions are initiated by the users who buy the content, the provider has no operating cost for the network. Another approach is to subtract the price gas from the total price of the content that the user buys, which would result in the situation where the provider pays for network service and the user for the content.
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